Capstone project logbook

Open source home energy reduction system.

Sponsor: Rescommunis

Owner: Hai Nguyen

Email: [hoanghai19487@gmail.com](mailto:hoanghai19487@gmail.com)

Phone: 5034717087

Date: 11/14/2010

### Date: 11/15/2010

Email to team member:

* Hieu Nguyen:
  + Phone: 503 471 7340
  + Email: [hieubk2006@yahoo.com](mailto:hieubk2006@yahoo.com)
* Nam Nguyen
  + Phone:
  + Email: [duynam1214@yahoo.com](mailto:duynam1214@yahoo.com)
* Micheal Stoltz:
  + Phone: 503 – 928 -9238
  + Email: [mstolt25@comcast.net](mailto:mstolt25@comcast.net)
* MIcheal White
  + Email: [White\_M@comcast.net](mailto:White_M@comcast.net); [michael.whiteme@gmail.com](mailto:michael.whiteme@gmail.com)

Decide team will have the first meeting at Fri, 11/19/12:30 with Dr Hall

### Date: 11/19/2010

* Meeting with Dr Hall. First look through the project
* Scope: An low cost, re-productable, mesh of node
  + Sensor
  + Server
  + Physical output
  + 🡪 Reduce energy use in home
* Node system builds on Jeenode
* Sensor: ambient light, motion, temperature, humidity, noise…
* Information: power usage monitoring, water-level monitoring, Water usage monitoring
* Physical output:
  + Shade actuation
  + Composting toilet maintenance
  + Dim the light
  + Shut off the outlet
* Document for reproducibility or Hobbyist
* Server software
* **White is the team facilitator**

### Date 11/28/2010

Team meeting: Decide which wiki will be used

* TRAC
* Wikispaces.com

Ask more question to clear Requirement

### Date 12/03/2010

Meeting with sponsor at site

Address: 2222 SE Woodward ST, Portland, OR, 97202

Sponsor name: Garret Moon

Phone: 503 797 7555

The house is building. Everything is just finished the basic.

Talk about project: The big project is building a house with the method to save energy as much as possible. The house is built by himself, his family and his friend. They designed, developed, built,…

They also have the webpage: rescomunis.org

They want an open project and public everything.

### Date 12/14/2010

Team meeting:

* Try to understand the requirement from sponsor
  + Water cistern
  + Sensor
    - Light
    - Temperature
    - Humidity
    - Water flow
    - Water level
  + Network:
    - Mesh? Tree?
    - RF 🡪 Jeenode???
* Hai ‘assignment for research: water level sensor

### Date 12/15/2010

Research on water level sensor

Method to measure the water level:

* Measure the pressuare 🡪 Water level
* Make the check point
* Measure the distance from the water surface,

Measure the pressure:

<http://www.globalw.com/products/levelsensor.html>

WL400 WATER LEVEL SENSOR Submersible Pressure Transducer for Level & Pressure

* Highly cost

Make the check point:

<http://www.circuitstoday.com/simple-water-level-idicator>
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* Simple thought, cannot use to measure the exact volume of water

Measure the distance from water surface: using ultrasonic sensor![](data:image/png;base64,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)

The speed of sound is 340 m/s or 29 microseconds per centimeter. The ping travels out and back, so to find the distance of the object we take half of the distance travelled.

* Easy to implement, can calculate the exact volume of water.

Conclusion: Choosing the method: Measure the distance from the water surface.

Have some research about communication

Xbee

Monnit

Jeenodes

### Date 12/21/2010

Team meeting:

* Report in research
* Project time line
* Buget
* Control in house
* PDS draft
* Proposal

Research more in water level sensor, decide to use the ultrasonic to measure the distance to the water surface:

* Easy connect to AVR + arduino
* Cheap
* Accurately

Communication:

Stick on Jeenode or Monnit:

* Base on in the arduino 🡪 a lot of library
* Easy to connect with many sensor

### Date 12/29/2010

Team meeting:

Floor plan

Communication

* Monnit: <http://www.monnit.com/>
  + $239: 1 reciever + 6 modul no sensor
* Jeenode: <http://shop.moderndevice.com/products/jeenode-kit>
  + Avr + ARDUINO
  + Support a lot sensor

PDS

Sponsor:

* Water level sensor??? Cistern
* Where to put sensor
* Dimension
* How deep of tanks.

### Date 01/11/2011

Teameeting

Working on PDS

Hai assignment: Work on Jeenode and communication protoype1

## Working on Protoype 1 – due 01/15/2011

### USB - Serial communication between [JeeLink](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeLink) and computer:

* The computer send the message and the [JeeLink](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeLink) responses
* The [JeeLink](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeLink) send the message and the computer responses

### Communication between [JeeLink](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeLink) and [JeeNode](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeNode):

* [JeeNode](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeNode) send message and [JeeLink](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeLink) show that message in the computer
* [JeeLink](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeLink) send message to the [JeeNode](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeNode) and the [JeeNode](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeNode) responses, show [JeeNode](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeNode) response in the computer

### Date: 01/12/2011

Jeelink is base on Arduino.

Library in serial: <http://arduino.cc/en/Reference/Serial>

Jeelink: <http://shop.moderndevice.com/products/jeelink-module-fully-assembled>

* USB interface
* Has an AVR + arduino bootloader
* Has RF module

#### ****Test Serial in Jeelink****

* 1. Plug Jeelink on the computer, see what port of it assigned
  2. Use Arduino IDE version 18 or later (here ):
     + http://arduino.cc/en/Main/Software
  3. Open the Arduino
  4. Choose the Tools --> Serial Port --> Port that jeelink assigned
  5. Open the Arduino. Put code this to the edit windows :

/\*

TEST SERIAL in JEELINK

This program is test the communication between computer and Jeelink

Created 11 Jan. 2011

by Hai Nguyen

Rev 1.0

Test successful

\*/

int incomingByte = 0; // for incoming serial data

**void** setup()

{

// start serial port at 9600 bps:

*Serial.*begin(9600);

establishContact(); // send a byte to establish contact until receiver responds

}

**void** loop()

{

// send data only when you receive data:

if (*Serial.*available() > 0) {

// read the incoming byte:

incomingByte = *Serial.*read();

// say what you got:

*Serial.*print("Recieved: ");

*Serial.*println(byte(incomingByte));

}

}

**void** establishContact() {

while (*Serial.*available() <= 0) {

*Serial.*println("OSHERS Project"); // send an initial string

*Serial.*println("Please send information...");

delay(1000);

}

}

<https://projects.cecs.pdx.edu:8443/~whitem/OSHERS/index.cgi/browser/Coding/Prototype%201/JeeLink/Test_serial_rev1_12JAN11_HaiNguyen/Test_serial_rev1_12JAN11_HaiNguyen.pde>

* 1. Compiling Ctrl + U & wait for uploading to jeelink
  2. Open the Serial Monitor (Ctrl + Shift + M)
  3. See the introduction in the Serial Monitor:

1. OSHER Project
2. please send information
   1. Send information using Serial Monitor
   2. See the response

* successful

**Server: Jeelink + Computer**

### Date 01/14/2011

Work

RF12: Demo <http://jeelabs.org/view/libraries/RF12/>

Jeenode: <http://shop.moderndevice.com/products/jeenode-kit>

Connect with computer by the FTDI cable.

#### Communication between [JeeLink](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeLink) and [JeeNode](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeNode)

The jeelink and jeenode communicate to other by RF signal.

Connect Jeenode to computer through the FTDI cable (and USB port).

Connect Jeelink to computer via USB.

### I. Install RF in Jeelink

1. Plug Jeelink on the computer, see what port of it assigned
2. **Use Arduino IDE version 18 or later (http://arduino.cc/en/Main/Software), and put the "Ports" (**[**http://jeelabs.net/projects/cafe/wiki/Ports**](http://jeelabs.net/projects/cafe/wiki/Ports)**)() and "RF12" (**[**http://jeelabs.net/projects/cafe/wiki/RF12**](http://jeelabs.net/projects/cafe/wiki/RF12)**) folder inside a "libraries" folder (Inside the Arduino folder) next to your sketches.**
3. Open the Arduino
4. Choose the Tools --> Serial Port --> Port that jeelink assign
5. Open the Arduino -> Example -> RF --> RFdemo
6. Compiling Ctrl + U & wait for uploading to jeelink
7. Open the Serial Monitor (Ctrl + Shift + M)
8. Change the serial baud rate (Right + Down Corner to 57600 baud
9. See the introduction in the Serial Monitor:

[RF12demo.6] R i18\* g212 @ 915 MHz

Available commands:

<nn> i - set node ID (standard node ids are 1..26)

(or enter an uppercase 'A'..'Z' to set id)

<n> b - set MHz band (4 = 433, 8 = 868, 9 = 915)

<nnn> g - set network group (RFM12 only allows 212, 0 = any)

<n> c - set collect mode (advanced, normally 0)

t - broadcast max-size test packet, with ack

...,<nn> a - send data packet to node <nn>, with ack

...,<nn> s - send data packet to node <nn>, no ack

<n> l - turn activity LED on PB1 on or off

<n> q - set quiet mode (1 = don't report bad packets)

Remote control commands:

<hchi>,<hclo>,<addr>,<cmd> f - FS20 command (868 MHz)

<addr>,<dev>,<on> k - KAKU command (433 MHz)

Current configuration:

R i18\* g212 @ 915 MHz

1. Open the another Arduino
2. Choose the Tools --> Serial Port --> Port that jeenode assign
3. Open the Arduino -> Example -> RF --> RFdemo
4. Compiling Ctrl + U & wait for uploading to jeelink
5. Open the Serial Monitor (Ctrl + Shift + M)
6. Change the serial baud rate (Right + Down Corner to 57600 baud
7. See the introduction in the Serial Monitor:

[RF12demo.6] R i18\* g212 @ 915 MHz

Available commands:

<nn> i - set node ID (standard node ids are 1..26)

(or enter an uppercase 'A'..'Z' to set id)

<n> b - set MHz band (4 = 433, 8 = 868, 9 = 915)

<nnn> g - set network group (RFM12 only allows 212, 0 = any)

<n> c - set collect mode (advanced, normally 0)

t - broadcast max-size test packet, with ack

...,<nn> a - send data packet to node <nn>, with ack

...,<nn> s - send data packet to node <nn>, no ack

<n> l - turn activity LED on PB1 on or off

<n> q - set quiet mode (1 = don't report bad packets)

Remote control commands:

<hchi>,<hclo>,<addr>,<cmd> f - FS20 command (868 MHz)

<addr>,<dev>,<on> k - KAKU command (433 MHz)

Current configuration:

R i18\* g212 @ 915 MHz

### Follow: HOW TO SET UP A SMALL WIRELESS TEST

*RF12DEMO ========*

*The RF12demo sketch can be useful to test proper operation of RFM12(B) modules. It lets you set up two nodes and send test packets between them via commands entered on the serial USB connection. The basic settings are stored in EEPROM so that you can configure a board and then use it at the remote end without connecting it to a second computer.*

*HOW TO SET UP A SMALL WIRELESS TEST ===================================*

*1. First of all, get two units hooked up as described here:*

[*http://news.jeelabs.org/2009/02/10/rfm12b-library-for-arduino/*](http://news.jeelabs.org/2009/02/10/rfm12b-library-for-arduino/)

*I use "*[*JeeNode*](https://projects.cecs.pdx.edu:8443/%7Ewhitem/OSHERS/index.cgi/wiki/JeeNode)*" for this, but that's just me:*

[*http://news.jeelabs.org/2009/03/05/jeenode-v2-pcb/*](http://news.jeelabs.org/2009/03/05/jeenode-v2-pcb/)

*2. Compile and upload this RF12demo sketch to both boards. The serial baud*

*rate is set at 57600, you can change it in the source code if needed. You will need to install the "RF12" Arduino library module - eg. on Mac OS X I copied the "RF12/" directory to /Applications/arduino/hardware/libraries/.*

*3. When run, the demo gets config settings from EEPROM to set up the RFM12(B).*

**Begin from here:**

If this is the first time, it'll probably report "A i1 g212 @ 433 MHz".

4. Change the node ID as follows: enter "<N>i" with <N> a number from 1 to 26.

For a first test, you could just pick node ID's 1 and 2 for the two units.

5. Change the frequency band as follows: enter "<N>b" with <N> one of: 4, 8, 9.

These are the 433 MHz, 868 MHz, and 915 MHz frequency bands, respectively. You should pick the same band as your RFM12B modules, preferably.

6. Set the network group (aka "house code") with the command "212g". Groups

1..250 are available for the RFM12B, the RFM12 module \*only\* works with 212. Make sure you set all units to the same group or they won't see each other.

7. You're all set for the first unit, disconnect and repeat for the other one.

8. Ok, time to try sending a packet. First make sure both units are powered up.

It helps to have both units connected to the same machine so you can set up terminal windows for both of them, but if you only have one unit connected to the terminal window and the other just powered up that's ok too.

9. Enter "0s" on one unit. The other unit should report "OK" plus a number.

If you can't see the output of the other unit, use "a" instead of "s". This will send a packet and also request and acknowledgement. If all is well you'll see a short "OK" response on the same unit as where you typed "a".

10. In the above test, you're sending packets with no actual data other than

what the protocol itself requires to function properly. To include some test data use "1,2,3,0s" or "1,2,3,0a" with "1,2,3" being the actual data. This sends a test packet with 3 data bytes (you can send up to 66 data bytes). The "t" commands is available as shorthand for "0,1,2,...,63,64,65,0a".

11. To do some range tests, carry the second unit to a remote location and use

"0a" or "t" to try and send some data across and get an acknowledgement. At some point you'll see packets drop out (which could either be the data or the ack return). Longer packets tend to drop out more quickly, because there is a larger chance of them getting disturbed by noise along the way.

12. You may see "?" replies instead of "OK". These are packets with an invalid

checksum. These are either random noise or incorrectly received packets. If you leave the demo running long enough, you'll probably also get such "?" messages occasionally when the radio picks up some random noise.

13. Note that you \*can\* configure an RFM12(B) module to send/receive on another

frequency band than the one it was designed for. You'll just get a lower range because the RF components will not be optimally tuned for these cases.

14. The code is fully open source - feel free to browse and make changes as you

see fit. The latest version of this software is always available here:

<http://jeelabs.org/view/libraries/RF12/>

--> Successful

## Working on Protoype 2 – due 01/21/2011

### Date 01/26/2011

* send the information from Jeenode to computer through Jeelink.
  + Specific massage
  + Specific node
  + Specific code using RF12 Library

Work with Hieu.

<http://jeelabs.net/projects/cafe/wiki/RF12>

<http://jeelabs.net/projects/cafe/wiki/Rf12_sendStart%28%29>

When you put : rf12\_sendStart(0, sendData , sizeof sendData), the node will broadcast the data to all other nodes without ACK.

To send data to a specific node, we must modify the header of rf12\_sendStart a little bit:

RF12\_HDR\_ACK | RF12\_HDR\_DST | dest\_nodeid: sends only to exact node,with Ack

RF12\_HDR\_ACK :broadcasts to all nodes and requests Ack

RF12\_HDR\_ACK | dest\_nodeid: broadcasts to all nodes and requests Ack

RF12\_HDR\_DST | dest\_nodeid :sends only to exact node, no Ack

For example: rf12\_sendStart(RF12\_HDR\_DST | 1, sendData , sizeof sendData) will send the data in sendData to node 1 without ACK.

### Date 02/01/2011

Team meeting:

* Time line
* PDS
* Split work.

Jan-March: Basic completed sensor node

March-June: Me design for note

Spilt work:

Sensor: (White, Stoltz, Nam, Nguyen)

Communication: Hai. Hieu.

## Work on communication with Hieu.

### Date 02/08/2011

1. What the Jeenode platform have?

- They can send directly from jeenode 🡨🡪 Jeenode, jeeLink 🡨🡪 Jeenode.

2. Requirement:

- There are a lot of nodes in the house; each node is connected with the sensor.

- The node will send information of sensor to server; server will process, then response to the control node.

- Node and node don’t send information to each other without server.

3. Choosing the topology:

- The house is big.

- The distance which is available to send between nodes is limited.

🡪 **Decide using Tree topology.**
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Each node can be Repeater or Destination

Server is the main root.

Repeater sends the information to another Repeater or Destination depends on map.

Destination will process the information.

4. **Information** in network.

* Server Request Data to the specific node.
* Node sends Data to Server.
* Server send map (route) to node.
* ACK of server & node.
* Server:
  + Send REQUEST Data to node
  + Send ACKNOWLEDGEMENT of receiving data
  + Send DATA to node (for control)
  + Send MAP to node
  + Receive DATA from node
  + Receive ACKNOWLEDGEMENT from node
* Node:
  + Receive REQUEST
  + Receive DATA
  + Send DATA
  + Receive MAP
  + Send DATA
* Jeenode can send packet with 66 bytes. So that using 66 bytes of packet of jeenode using library RF12. It will be the container for our frame.

The data is sent from server (ID:1) to Destination node(ID:3). node ID 2 is repeater.

Repeater:

* When data received data, check:
  + If Destination: process depend on data
  + If not Destination: node is Repeater.

Map: 2 nodes: 2 & 3

|  |  |  |
| --- | --- | --- |
| Route | Type of Message(Action) | Data |

Route: The route information so that data can be delievered.

|  |  |  |  |
| --- | --- | --- | --- |
| Byte0 | Byte1 | … | byteN |

Byte0: number of node in the route.

Byte1..byteN: Node ID in the route.

When the node received data, check:

* Byte0 =1 , node is Destination
* Byte0 <>1: node is repeater. If node is repeater, decrease byte0, delete current node ID

|  |  |
| --- | --- |
| 1 | 3 |

|  |  |  |
| --- | --- | --- |
| 2 | 2 | 3 |

* Type of packet: 1 byte
  + ‘R’: request
  + ‘A’: acknowledgment
  + ‘D’: Data
  + ‘M’: maps
* Data of ‘D’:

|  |  |
| --- | --- |
| Type of sensor | Data of sensor |

* + Type of sensor
    - ‘H’ : humidity
    - ‘L’: Light
    - ‘O’: occupation
    - ‘W’: water ;eve;
  + Data of sensor: 🡪 ??? wait information from sensor team
* Data of ‘M’:

|  |  |  |  |
| --- | --- | --- | --- |
| Byte0 | Byte1 | … | byteN |

* + Map information to the server from this node. Map information is sent by server

Example:

1. Server send maps:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Route | | | Type of message(Action) | Data | | |
| 2 | 2 | 3 | ‘M’ | 2 | 2 | 1 |

1. Server request humidity

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Route | | | Type of message(Action) | Data |
| 2 | 2 | 3 | ‘R’ | ‘H’ |

1. Node 3 send data

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Route | | | Type of message(Action) | Data | | |
| 2 | 2 | 1 | ‘D’ | 1 | 3 | 1 |

**How about ACK?**

### Date 02/10/2011

Team meeting

* Format of proposal
  + Overview: Hai + Hieu
  + Communication protocol: Hai + Hieu

### Date 02/17/2011

Coding for communication:

Purpose: writing the code for Server: node 1, Repeater: node 2, and Destination: node 3.

1. Server - Jeelink code:
   1. This code use the RF12 and Ports library
   2. The code will send the the Map to node 3.
2. Code:
   1. Setup()
      1. Set up the serial, to send information on screen of Serial Monitor ( of Arduino)
      2. Initalize the RF12: NodeID =1, 915Mhz, group ID 212
   2. Loop()
      1. SendData ={0x02,0x02,0x03,’M’,0x02,0x02,0x01,0xFF}
      2. rf12\_recvDone() 🡪 The recvDone() function should be called often, to keep receptions and transmissions going. The driver is interrupt driven for all low-level byte-by-byte operation, but needs to be polled to go through the different stages needed to fully process a received packet and to resume reception after sending out a packet.( <http://jeelabs.net/projects/11/wiki/Rf12_recvDone%28%29>)
      3. if rf12\_canSend() then rf12\_sendStart(RF12\_HDR\_DST | SendData[1], SendData , sizeof SendData) 🡪 send the SendData{} to node 2.

#include <RF12.h>

#include <Ports.h>

byte SendData[60];

//int length=1; //default length =1, just 1 node from central node

void setup ()

{

Serial.begin(9600);

rf12\_initialize(1, RF12\_915MHZ, 212);

}

void loop ()

{

SendData[0]=0x02;

SendData[1]=0x02;

SendData[2]=0x03;

SendData[3]=byte('M');

SendData[4]=0x02;

SendData[5]=0x02;

SendData[6]=0x01;

SendData[7]=0xFF; //end of message

//Serial.print(char(SendData[3]));

rf12\_recvDone();

if (rf12\_canSend())

{

Serial.print(" da gui \n");

rf12\_sendStart(RF12\_HDR\_DST | SendData[1], SendData , sizeof SendData);

}

delay(1000);

}

Repeater

1. Repeater - Jeenode code:
   1. This code use the RF12 and Ports library
   2. The code will be the repeater.
2. Code
   1. Setup()
      1. Set up the serial, to send information on screen of Serial Monitor ( of Arduino)
      2. Initalize the RF12: NodeID =2, 915Mhz, group ID 212
   2. Check\_status()
      1. Check byte0 of *ReceiveData{}*
         1. Byte0 =1 🡪 node is repeater
            1. Delete the current node ID:

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

* + - 1. Byte0 <>1 -> node is not repeater
  1. Loop()
     1. Receive Rf data
     2. Check if repeater than send the information to next node (node 3).

#include <RF12.h>

#include <Ports.h>

byte ReceiveData[60];

byte Map[10];

int i;

void setup ()

{

Serial.begin(9600);

i=2;

rf12\_initialize(2, RF12\_915MHZ, 212);

Serial.print(" Chuong trinh node 2 \n");

Serial.print(char(i+48));

}

int check\_status()

{Serial.print(" da vao status \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

Serial.print(" da la repeater \n");

return 1; //repeater

}

else return 0; //destination

}

void loop ()

{

if (rf12\_recvDone() && rf12\_crc == 0)

{

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

if (check\_status()) //this is a repeater

{

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

Serial.print(" da gui den ID3 \n");

Serial.print(char(ReceiveData[0]+48));

Serial.print(char(ReceiveData[1]+48));

Serial.print(char(ReceiveData[2]));

}

}

} //end if

}

Destination

1. Destination - Jeenode code:
   1. This code use the RF12 and Ports library
   2. The code will be the Destination.
2. Code
   1. Variable:
      1. Data{}: store the information will send
         1. Route
         2. Action
         3. Data
         4. ReceiveData[60]: received massage from RF
   2. Setup()
      1. Set up the serial, to send information on screen of Serial Monitor ( of Arduino)
      2. Initalize the RF12: NodeID =2, 915Mhz, group ID 212
   3. Check\_status()
      1. Check byte0 of *ReceiveData{}*
         1. Byte0 =1 🡪 node is repeater
            1. Delete the current node ID:

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

* + - 1. Byte0 <>1 -> node is not repeater
  1. Send\_Data(): Send data to next node using the RF library.
  2. Loop()
     1. Receive Rf data
        1. Check if node repeater than send the information to next node.
        2. If node is destination :
           1. Choose action in received data :

‘R’: request 🡪 respond by sending data

Choosing the request

‘H’ 🡪 send the humidity data

‘T’ 🡪 Temperatiure

‘L’ 🡪 Light sensor

‘O’ 🡪 Occupacy

‘W’

‘D’: data

‘M’: maps

Store the map to the data{}

#include <RF12.h>

#include <Ports.h>

byte ReceiveData[60];

byte Data[60];

int i;

void setup ()

{

Serial.begin(9600);

rf12\_initialize(3, RF12\_915MHZ, 212);

}

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

void send\_Data()

{

Serial.print("Sending... \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

}

void loop ()

{

Data[59]= 0xFF;

if (rf12\_recvDone() && rf12\_crc == 0)

{

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+5] = 0xFF;

switch (ReceiveData[3]) // Type of Request

{

case byte('H'):

{

Serial.print(" Recieved Request Information of Humidity: \n ");

Data[i+3] = byte('H');

Data[i+4] = 98; // information of Humidity put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Humidity: \n ");

break;

} // end of case byte ("H")

case byte('T'):

{

Serial.print(" Recieved Request Information of Temperature: \n ");

Data[i+3] = byte('T');

Data[i+4] = 42; // information of Temperature put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Temperature: \n ");

break;

} // end of case byte ("T")

case byte('L'):

{

Data[i+3] = byte('L');

Data[i+4] = 50; // information of Light put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Light \n ");

break;

} // end of case byte ("L")

case byte('O'):

{

Data[i+3] = byte('0');

Data[i+4] = 1; // information of Occupancy put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Occupancy \n ");

break;

} // end of case byte ("O")

case byte('W'):

{

Serial.print(" Recieved Request Information of Waterlevel \n ");

Data[i+3] = byte('W');

Data[i+4] = 105; // information of Occupancy put on here

break;

} // end of case byte ("W")

default:

{

Data[i+2] = 4; // Number of sensor

// then

Serial.print(" Default: Send all information ");

break;

}// end of default

;

}// end switch (ReceiveData[3])

break;

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

Serial.print("Recieved Data \n");

for (i = 0; i < 3; ++i)

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

}

Serial.print("Map Information: \n");

Serial.print("Number of node: "); Serial.print(Data[0],10);

Serial.print(" ID[1] = "); Serial.print(Data[1],10);

Serial.print(" ID[2] = "); Serial.print(Data[2],10);

if (Data[0]==0x02 && Data[1]==0x02 && Data[2]==0x01)

Serial.print("\nMap is correct\n");

break;

} // end of case byte("M")

default:

Serial.print("Recieved BAD Data \n");

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

} //end else

} //end if

} //end void

### Date 02/18/2010

1. Join code of Repeater and Destination

2. Add function ***show\_data(byte \*m)*** to show the value of array m to serial monitor.

**3. Algorithm**

1. Variable:
   * 1. Data{}: store the information will send
        1. Route
        2. Action
        3. Data
        4. ReceiveData[60]: received massage from RF
2. Setup()
   * 1. Set up the serial, to send information on screen of Serial Monitor ( of Arduino)
     2. Initalize the RF12: NodeID =2 *(it can be change)*, 915Mhz, group ID 212
3. Check\_status(): check the status of node is repeater or destination
   * 1. Check byte0 of *ReceiveData{}*
        1. Byte0 =1 🡪 node is repeater
           1. Delete the current node ID:

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

* + - 1. Byte0 <>1 -> node is not repeater

1. Send\_Data(): Send data to next node.
2. **Loop()**
   * 1. Check: Receive Rf data
        1. Check if node repeater than send the information to next node.
        2. If node is destination :
           1. Choose action in received data :

‘R’: request 🡪 respond by sending data

Choosing the request

‘H’ 🡪 send the humidity data

‘T’

‘L’

‘O’

‘W’

‘D’: data

‘M’: maps

Store the map to the data{}

#include <RF12.h>

#include <Ports.h>

byte ReceiveData[60];

byte Data[60];

int i;

int LengthOfMap;

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(3, RF12\_915MHZ, 212);

Serial.print("This is node 3 \n");

} // end of setup()

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------

void send\_Data()

{

Serial.print("Sending... \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

}

//--------

**void show\_data(byte \*m)**

**{**

**byte i;**

**for (i = 0; i<15 ; ++i)**

**{**

**Serial.print(m[i],10);**

**Serial.print(" ");**

**}**

**Serial.print(" | \n");**

**}**

//---------

void loop ()

{

Data[59]= 0xFF;

if (rf12\_recvDone() && rf12\_crc == 0)

{

**Serial.print(" ReceiveData: ");**

**show\_data(ReceiveData);**

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+5] = 0xFF;

switch (ReceiveData[3]) // Type of Request

{

case byte('H'):

{

Serial.print(" Recieved Request Information of Humidity: \n ");

Data[i+3] = byte('H');

Data[i+4] = 98; // information of Humidity put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Humidity: \n ");

break;

} // end of case byte ("H")

case byte('T'):

{

Serial.print(" Recieved Request Information of Temperature: \n ");

Data[i+3] = byte('T');

Data[i+4] = 42; // information of Temperature put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Temperature: \n ");

break;

} // end of case byte ("T")

case byte('L'):

{

Data[i+3] = byte('L');

Data[i+4] = 50; // information of Light put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Light \n ");

break;

} // end of case byte ("L")

case byte('O'):

{

Data[i+3] = byte('0');

Data[i+4] = 1; // information of Occupancy put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Occupancy \n ");

break;

} // end of case byte ("O")

case byte('W'):

{

Serial.print(" Recieved Request Information of Waterlevel \n ");

Data[i+3] = byte('W');

Data[i+4] = 105; // information of Occupancy put on here

break;

} // end of case byte ("W")

default:

{

Data[i+2] = 4; // Number of sensor

// then

Serial.print(" Default: Send all information ");

break;

}// end of default

;

}// end switch (ReceiveData[3])

break;

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

Serial.print("Recieved Data \n");

LengthOfMap = ReceiveData[0]+1;

for (i = 0; i < LengthOfMap; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

}

Serial.print("Map Information: \n");

Serial.print("Number of node: "); Serial.print(Data[0],10);

Serial.print(" ID[1] = "); Serial.print(Data[1],10);

Serial.print(" ID[2] = "); Serial.print(Data[2],10);

if (Data[0]==0x02 && Data[1]==0x02 && Data[2]==0x01)

Serial.print("\nMap is correct\n");

break;

} // end of case byte("M")

default:

Serial.print("Recieved BAD Data \n");

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" Data: ");

show\_data(Data);

} //end else

} //end if

} //end void

Adding the information to the serial monitor:

#include <RF12.h>

#include <Ports.h>

byte ReceiveData[60];

byte Data[60];

int i;

int LengthOfMap;

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(2, RF12\_915MHZ, 212);

Serial.print("This is node 2 \n");

} // end of setup()

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------

void send\_Data()

{

Serial.print("Sending... \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

}

//--------

void show\_data(byte \*m)

{

byte i;

for (i = 0; i<15 ; ++i)

{

Serial.print(m[i],10);

Serial.print(" ");

}

Serial.print(" | \n");

}

//---------

void loop ()

{

Data[59]= 0xFF;

if (rf12\_recvDone() && rf12\_crc == 0)

{

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+5] = 0xFF;

switch (ReceiveData[3]) // Type of Request

{

case byte('H'):

{

Serial.print(" Recieved Request Information of Humidity: \n ");

Data[i+3] = byte('H');

Data[i+4] = 98; // information of Humidity put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Humidity: \n ");

break;

} // end of case byte ("H")

case byte('T'):

{

Serial.print(" Recieved Request Information of Temperature: \n ");

Data[i+3] = byte('T');

Data[i+4] = 42; // information of Temperature put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Temperature: \n ");

break;

} // end of case byte ("T")

case byte('L'):

{

Data[i+3] = byte('L');

Data[i+4] = 50; // information of Light put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Light \n ");

break;

} // end of case byte ("L")

case byte('O'):

{

Data[i+3] = byte('0');

Data[i+4] = 1; // information of Occupancy put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Occupancy \n ");

break;

} // end of case byte ("O")

case byte('W'):

{

Serial.print(" Recieved Request Information of Waterlevel \n ");

Data[i+3] = byte('W');

Data[i+4] = 105; // information of Occupancy put on here

break;

} // end of case byte ("W")

default:

{

Data[i+2] = 4; // Number of sensor

// then

Serial.print(" Default: Send all information ");

break;

}// end of default

;

}// end switch (ReceiveData[3])

break;

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[0]+1;

for (i = 0; i < LengthOfMap; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

}

Serial.print("Map Information: \n");

Serial.print("Number of node: "); Serial.print(Data[0],10);

Serial.print(" ID[1] = "); Serial.print(Data[1],10);

Serial.print(" ID[2] = "); Serial.print(Data[2],10);

if (Data[0]==0x02 && Data[1]==0x02 && Data[2]==0x01) Serial.print("\nMap is correct\n");

break;

} // end of case byte("M")

default:

Serial.print("Recieved BAD Data \n");

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" Data sent: ");

show\_data(Data);

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

### Date 02/19/2011

This follow code can be uploaded to any node:

* It can be repeater
* Or it can be destination node
  + Send the ‘fake’ sensor data
  + Received maps.

Adding:

1. Send\_data()
   1. Check if node has map information or not
2. The variable *LengthOfMap 🡪* the number of node in the path; 255 means no map

#include <RF12.h>

#include <Ports.h>

byte ReceiveData[60];

byte Data[60];

byte i;

byte LengthOfMap=255;

byte NodeID = 2; // Node ID of this node

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(3, RF12\_915MHZ, 212);

Serial.print("This is node 3 \n");

} // end of setup()

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

}

//--------

void show\_data(byte \*m)

{

byte i;

for (i = 0; i<20 ; ++i)

{

Serial.print(m[i],10);

Serial.print(" ");

}

Serial.print("\n");

}

//---------

void loop ()

{

Data[59]= 0xFF;

if (rf12\_recvDone() && rf12\_crc == 0)

{

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+5] = 0xFF;

switch (ReceiveData[3]) // Type of Request

{

case byte('H'):

{

Serial.print(" Recieved Request Information of Humidity: \n ");

Data[i+3] = byte('H');

Data[i+4] = 98; // information of Humidity put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Humidity: \n ");

break;

} // end of case byte ("H")

case byte('T'):

{

Serial.print(" Recieved Request Information of Temperature: \n ");

Data[i+3] = byte('T');

Data[i+4] = 42; // information of Temperature put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Temperature: \n ");

break;

} // end of case byte ("T")

case byte('L'):

{

Data[i+3] = byte('L');

Data[i+4] = 50; // information of Light put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Light \n ");

break;

} // end of case byte ("L")

case byte('O'):

{

Data[i+3] = byte('O');

Data[i+4] = 1; // information of Occupancy put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Occupancy \n ");

break;

} // end of case byte ("O")

case byte('W'):

{

Serial.print(" Recieved Request Information of Waterlevel \n ");

Data[i+3] = byte('W');

Data[i+4] = 105; // information of Waterlevel put on here

send\_Data();

break;

} // end of case byte ("W")

default:

{

Data[i+2] = 4; // Number of sensor

Data[i+3] = byte('H'); Data[i+4] = 98; // sensor huminity

Data[i+5] = byte('T'); Data[i+6] = 42; // sensor temp

Data[i+7] = byte('O'); Data[i+8] = 1; // sensor occupation

Data[i+9] = byte('L'); Data[i+10] = 30; // sensor Light

Data[i+11] = 255;

// then

Serial.print(" Default: Send all information \n");

send\_Data();

break;

}// end of default

;

}// end switch (ReceiveData[3])

break;

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

}

Serial.print("Map Information: \n"); Serial.print(LengthOfMap,10);

Serial.print("Number of node: "); Serial.print(Data[0],10);

Serial.print(" ID[1] = "); Serial.print(Data[1],10);

Serial.print(" ID[2] = "); Serial.print(Data[2],10);

if (Data[0]==0x02 && Data[1]==0x02 && Data[2]==0x01) Serial.print("\nMap is correct\n");

break;

} // end of case byte("M")

default:

Serial.print("Recieved BAD Data \n");

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" Data sent: ");

show\_data(Data);

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

<https://projects.cecs.pdx.edu:8443/~whitem/OSHERS/index.cgi/browser/Coding/Communication/node3/node3.pde>

## Done with communication

### Date 02/22/2011

Team meeting: discuss about proposal.

Representation next week

### Date 02/24/2011

Team meeting

Preparation for presentation 02/28/2011

## Adding the information of data to communication code - Work with Nam

### Date 03/03/2011

add: read\_sensor(): reading the sensor information.

adding light data, after the request:

**Data[i+4] = lightData[0]; // information of Light put on here**

**Data[i+5] = lightData[1]; // information of Light put on here**

**Data[i+6] = lightData[2]; // information of Light put on here**

**Data[i+7] = lightData[3]; // information of Light put on here**

<https://projects.cecs.pdx.edu:8443/~whitem/OSHERS/index.cgi/browser/Coding/Communication/Communication_sensor/commu_sensor.pde?rev=34>

compeleted code:

#include <DHT22.h>

#include <Ports.h>

#include <RF12.h>

#include <stdlib.h>

#include <NewSoftSerial.h>

//////////////////////////////////////////////////////////////////////

// PIR connect to port 1 (pins 4 and 14(A0) of arduino)

NewSoftSerial PIR(14, 4); //4 is TX (connect to RX), 14 is RX (connect to TX)

// Ambient light sensor connect to port 2 (pins analog 1 of arduino)

Port LightSensor(2); // This pin is used as analog input from sensor (A0 in Arduino = pin A of port 1 in JeeNode)

// Humidity/ Temp sensor connect to port 3 JeeNode(pin 6 arduino)

#define DHT22\_PIN 6

//Port DHT22\_PIN (3);

int myLight; // value read from the light sensor

float myTemp; // value read from the Humid/temp sensor

float myRH;

char lightData[4];

char humidData[4];

char tempData[4];

char pirData[1];

char data[13]; //data that will be sent to the JeeLink

// Setup a DHT22 instance

DHT22 myDHT22(DHT22\_PIN);

static char getch()

{

while (!PIR.available())

;

return PIR.read();

}

void read\_sensor()

{

int i;

DHT22\_ERROR\_t errorCode;

delay(2000); //delay for the humid/temp sensor stabelized

//read the humidity/temp sensor

errorCode = myDHT22.readData();

if(errorCode == DHT\_ERROR\_NONE) //if non error occur

{

myRH = myDHT22.getHumidity();

myTemp = myDHT22.getTemperatureC();

}

else //if error occur, data is all zero

{

myRH = 0;

myTemp = 0;

}

dtostrf(myRH, 4, 2, humidData); //convert float to char array

dtostrf(myTemp, 4, 2, tempData); //convert float to char array

// read the ambient light sensor value

myLight = LightSensor.anaRead();

itoa(myLight, lightData, 10); //convert int to char arry

// read the PIR

PIR.print('a');

pirData[0] = getch();

}

////////////////////////////////////////////////////////////////////////////////////

byte ReceiveData[60];

byte Data[60];

byte i;

byte LengthOfMap=255;

//byte NodeID = 3; // Node ID of this node

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(3, RF12\_915MHZ, 212);

Serial.print("This is node 3 \n");

} // end of setup()

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

}

//--------

void show\_data(byte \*m)

{

byte i;

for (i = 0; i<20 ; ++i)

{

Serial.print(m[i],10);

Serial.print(" ");

}

Serial.print("\n");

}

//---------

void loop ()

{

// Reading sensor value function.

// read\_sensor();

Data[59]= 0xFF;

if (rf12\_recvDone() && rf12\_crc == 0)

{

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

// read\_sensor();

i = Data[0];

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+10] = 0xFF;

switch (ReceiveData[3]) // Type of Request

{

case byte('H'):

{

Serial.print(" Recieved Request Information of Humidity: \n ");

Data[i+3] = byte('H');

Data[i+4] = 98; // information of Humidity put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Humidity: \n ");

break;

} // end of case byte ("H")

case byte('T'):

{

Serial.print(" Recieved Request Information of Temperature: \n ");

Data[i+3] = byte('T');

Data[i+4] = 42; // information of Temperature put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Temperature: \n ");

break;

} // end of case byte ("T")

case byte('L'):

{

Data[i+3] = byte('L');

// lightData[4]

**Data[i+4] = lightData[0]; // information of Light put on here**

**Data[i+5] = lightData[1]; // information of Light put on here**

**Data[i+6] = lightData[2]; // information of Light put on here**

**Data[i+7] = lightData[3]; // information of Light put on here**

// send data

send\_Data();

Serial.print(" Sent Request Information of Light \n ");

break;

} // end of case byte ("L")

case byte('O'):

{

Data[i+3] = byte('O');

Data[i+4] = 1; // information of Occupancy put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Occupancy \n ");

break;

} // end of case byte ("O")

case byte('W'):

{

Serial.print(" Recieved Request Information of Waterlevel \n ");

Data[i+3] = byte('W');

Data[i+4] = 105; // information of Waterlevel put on here

send\_Data();

break;

} // end of case byte ("W")

default:

{

Data[i+2] = 4; // Number of sensor

Data[i+3] = byte('H'); Data[i+4] = 98; // sensor huminity

Data[i+5] = byte('T'); Data[i+6] = 42; // sensor temp

Data[i+7] = byte('O'); Data[i+8] = 1; // sensor occupation

Data[i+9] = byte('L'); Data[i+10] = 30; // sensor Light

Data[i+11] = 255;

// then

Serial.print(" Default: Send all information \n");

send\_Data();

break;

}// end of default

;

}// end switch (ReceiveData[3])

break;

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

}

Serial.print("Map Information: \n"); Serial.print(LengthOfMap,10);

Serial.print("Number of node: "); Serial.print(Data[0],10);

Serial.print(" ID[1] = "); Serial.print(Data[1],10);

Serial.print(" ID[2] = "); Serial.print(Data[2],10);

if (Data[0]==0x02 && Data[1]==0x02 && Data[2]==0x01)

Serial.print("\nMap is correct\n");

break;

} // end of case byte("M")

default:

Serial.print("Recieved BAD Data \n");

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" Data sent: ");

show\_data(Data);

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

### Date 03/04/2011

Add humidity and temperature data:

#include <DHT22.h>

#include <Ports.h>

#include <RF12.h>

#include <stdlib.h>

#include <NewSoftSerial.h>

//////////////////////////////////////////////////////////////////////

// PIR connect to port 1 (pins 4 and 14(A0) of arduino)

NewSoftSerial PIR(14, 4); //4 is TX (connect to RX), 14 is RX (connect to TX)

// Ambient light sensor connect to port 2 (pins analog 1 of arduino)

Port LightSensor(2); // This pin is used as analog input from sensor (A0 in Arduino = pin A of port 1 in JeeNode)

// Humidity/ Temp sensor connect to port 3 JeeNode(pin 6 arduino)

#define DHT22\_PIN 6

//Port DHT22\_PIN (3);

int myLight; // value read from the light sensor

float myTemp; // value read from the Humid/temp sensor

float myRH;

char lightData[4];

char humidData[4];

char tempData[4];

char pirData[1];

char data[13]; //data that will be sent to the JeeLink

// Setup a DHT22 instance

DHT22 myDHT22(DHT22\_PIN);

static char getch()

{

while (!PIR.available())

;

return PIR.read();

}

void read\_sensor()

{

int i;

DHT22\_ERROR\_t errorCode;

Serial.print(" Reading sensor... \n ");

delay(2000); //delay for the humid/temp sensor stabelized

//read the humidity/temp sensor

errorCode = myDHT22.readData();

if(errorCode == DHT\_ERROR\_NONE) //if non error occur

{

myRH = myDHT22.getHumidity();

myTemp = myDHT22.getTemperatureC();

}

else //if error occur, data is all zero

{

myRH = 0;

myTemp = 0;

}

dtostrf(myRH, 4, 2, humidData); //convert float to char array

dtostrf(myTemp, 4, 2, tempData); //convert float to char array

// read the ambient light sensor value

myLight = LightSensor.anaRead();

itoa(myLight, lightData, 10); //convert int to char arry

// read the PIR

PIR.print('a');

pirData[0] = getch();

Serial.print(" Done reading sensor \n ");

}

////////////////////////////////////////////////////////////////////////////////////

byte ReceiveData[60];

byte Data[60];

byte i;

byte LengthOfMap=255;

//byte NodeID = 3; // Node ID of this node

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(3, RF12\_915MHZ, 212);

Serial.print("This is node 3 \n");

PIR.begin(9600);

} // end of setup()

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

}

//--------

void show\_data(byte \*m)

{

byte i;

for (i = 0; i<20 ; ++i)

{

Serial.print(m[i],10);

Serial.print(" ");

}

Serial.print("\n");

}

//---------

void loop ()

{

// Reading sensor value function.

// read\_sensor();

Data[59]= 0xFF;

if (rf12\_recvDone() && rf12\_crc == 0)

{

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

read\_sensor();

i = Data[0];

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+10] = 0xFF;

switch (ReceiveData[3]) // Type of Request

{

case byte('H'):

{

Serial.print(" Recieved Request Information of Humidity: \n ");

Data[i+3] = byte('H');

Data[i+4] = humidData[0]; // information of Humidity put on here

Data[i+5] = humidData[1]; // information of Humidity put on here

Data[i+6] = humidData[2]; // information of Humidity put on here

Data[i+7] = humidData[3]; // information of Humidity put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Humidity: \n ");

break;

} // end of case byte ("H")

case byte('T'):

{

Serial.print(" Recieved Request Information of Temperature: \n ");

Data[i+3] = byte('T');

Data[i+4] = tempData[0]; // information of Temperature put on here

Data[i+5] = tempData[1]; // information of Temperature put on here

Data[i+6] = tempData[2]; // information of Temperature put on here

Data[i+7] = tempData[3]; // information of Temperature put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Temperature: \n ");

break;

} // end of case byte ("T")

case byte('L'):

{

Data[i+3] = byte('L');

// lightData[4]

Data[i+4] = lightData[0]; // information of Light put on here

Data[i+5] = lightData[1]; // information of Light put on here

Data[i+6] = lightData[2]; // information of Light put on here

Data[i+7] = lightData[3]; // information of Light put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Light \n ");

break;

} // end of case byte ("L")

case byte('O'):

{

Data[i+3] = byte('O');

Data[i+4] = 1; // information of Occupancy put on here

// send data

send\_Data();

Serial.print(" Sent Request Information of Occupancy \n ");

break;

} // end of case byte ("O")

case byte('W'):

{

Serial.print(" Recieved Request Information of Waterlevel \n ");

Data[i+3] = byte('W');

Data[i+4] = 105; // information of Waterlevel put on here

send\_Data();

break;

} // end of case byte ("W")

default:

{

Data[i+2] = 4; // Number of sensor

Data[i+3] = byte('H'); Data[i+4] = 98; // sensor huminity

Data[i+5] = byte('T'); Data[i+6] = 42; // sensor temp

Data[i+7] = byte('O'); Data[i+8] = 1; // sensor occupation

Data[i+9] = byte('L'); Data[i+10] = 30; // sensor Light

Data[i+11] = 255;

// then

Serial.print(" Default: Send all information \n");

send\_Data();

break;

}// end of default

;

}// end switch (ReceiveData[3])

break;

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

}

Serial.print("Map Information: \n"); Serial.print(LengthOfMap,10);

Serial.print("Number of node: "); Serial.print(Data[0],10);

Serial.print(" ID[1] = "); Serial.print(Data[1],10);

Serial.print(" ID[2] = "); Serial.print(Data[2],10);

if (Data[0]==0x02 && Data[1]==0x02 && Data[2]==0x01) Serial.print("\nMap is correct\n");

break;

} // end of case byte("M")

default:

Serial.print("Recieved BAD Data \n");

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" Data sent: ");

show\_data(Data);

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

**Work with Nam in the sensor code. Work with Hieu in the server code.**

**Don’t have any change in the communication code.**

### Date 04/07/2011

version Apr/7/2011 - Hai Nguyen:

\* add NodeID variable

\* Combine information of three sensor H, T, L, in one packet. Reponse to the Reques ‘A’

**Algorithm**

1. Variable:
   * 1. Data{}: store the information will send
        1. Route
        2. Action
        3. Data
     2. ReceiveData[60]: received massage from RF
     3. myLight: light information
     4. myTemp: temperature information
     5. myRH: relative humidity information
     6. NodeID
     7. LengthOfMap
2. read\_PIR\_sensor()
3. read\_other\_sensors()
4. Setup()
   * 1. Set up the serial, to send information on screen of Serial Monitor ( of Arduino)
     2. Initalize the RF12: NodeID =2 *(it can be change)*, 915Mhz, group ID 212
5. Check\_status(): check the status of node is repeater or destination
   * 1. Check byte0 of *ReceiveData{}*
        1. Byte0 =1 🡪 node is repeater
           1. Delete the current node ID:

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

* + - 1. Byte0 <>1 -> node is not repeater

1. Send\_Data(): Send data to next node.
2. **Loop()**
   * 1. Check: Receive Rf data
        1. Check if node repeater than send the information to next node.
        2. If node is destination :
           1. Choose action in received data :

‘R’: request 🡪 respond by sending data

Choosing the request

**“A” : send information of H,T,L**

**“O” : send occupancy information**

**“W”**

‘D’: data

‘M’: maps

Store the map to the data{}

version Apr/6/2011:

split float to 4 bytes and send 4 bytes to server. Using the union:

typedef

union {float asFloat;byte asBytes[4];} f2b;

typedef

union {int asInt;byte asBytes[4];} i2b;

i2b myLight; // value read from the light sensor

f2b myTemp; // value read from the Humid/temp sensor

f2b myRH;

Completed code:

/\*

SENSOR NOTE

The Program is to get data from sensor and send to server.

Communication: Hai Nguyen

Sensor: Nam Nguyen.

version Apr/7/2011 - Hai Nguyen:

\* add nodeID

\* Combine information of three sensor H, T, L, in one packet.

version Apr/6/2011:

split float to 4 bytes and send 4 bytes to server.

\*/

#include <DHT22.h>

#include <Ports.h>

#include <RF12.h>

#include <stdlib.h>

//////////////////////////////////////////////////////////////////////

// PIR connect to analog port 1

Port PIRsensor(1);

// Ambient light sensor connect to analog port 4

Port LightSensor(4); // This pin is used as analog input from sensor (A0 in Arduino = pin A of port 1 in JeeNode)

**typedef**

**union {float asFloat;byte asBytes[4];} f2b;**

**typedef**

**union {int asInt;byte asBytes[4];} i2b;**

**i2b myLight; // value read from the light sensor**

**f2b myTemp; // value read from the Humid/temp sensor**

**f2b myRH;**

int myPIR;

char pirData[1];

int counter;

int occupacy;

int stop\_counting;

**byte NodeID =3;**

///////////////////////////////////////////////////////////////////////////////

void read\_PIR\_sensor()

{

myPIR = PIRsensor.anaRead();

if(myPIR > 0)

{

pirData[0] = 'Y';

occupacy = 1; //indicate that there is an occupacy in the room

counter = 0; // reset counter

stop\_counting = 0; // allow counting

}

else

{

pirData[0] = 'N'; // no motion

if(stop\_counting == 0) // if allowed to count

counter = counter + 1; // increase the counter by 1

}

if(counter == 50) // if counter = 1000 or after 1000 times 'N' in a row

{

occupacy = 0; // indicate that there is no occupacy in the room

counter = 0; // reset counter

stop\_counting = 1; //stop counting until there is a 'Y' again

}

Serial.print(" \n exit PIR function");

Serial.print(pirData[0]);

Serial.print("-counter = ");

Serial.print(counter);

delay(100); //delay 0.1s each time -> 1000 times = 100s

}

///////////////////////////////////////////////////////////////////////////////

void read\_other\_sensors()

{

// Humidity/ Temp sensor connect to port 3 JeeNode(pin 6 arduino)

#define DHT22\_PIN 6

//Port DHT22\_PIN (3);

// Setup a DHT22 instance

DHT22 myDHT22(DHT22\_PIN);

int i;

DHT22\_ERROR\_t errorCode;

Serial.print(" Reading sensor... \n ");

delay(2000); //delay for the humid/temp sensor stabelized

//read the humidity/temp sensor

errorCode = myDHT22.readData();

if(errorCode == DHT\_ERROR\_NONE) //if non error occur

{

myRH.asFloat = myDHT22.getHumidity();

myTemp.asFloat = myDHT22.getTemperatureC();

}

else //if error occur, data is all zero

{

myRH.asFloat = 0;

myTemp.asFloat = 0;

}

// read the ambient light sensor value

myLight.asInt = LightSensor.anaRead();

// itoa(myLight, lightData, 10); //convert int to char arry

}

////////////////////////////////////////////////////////////////////////////////////

byte ReceiveData[60];

byte Data[60];

byte i;

byte LengthOfMap=255;

//byte NodeID = 3; // Node ID of this node

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(NodeID, RF12\_915MHZ, 212);

Serial.print("This is node:"); Serial.print(NodeID,10); Serial.print(". \n");

counter = 0;

occupacy = 1;

stop\_counting = 0;

} // end of setup()

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

}

//--------

void show\_data(byte \*m)

{

byte i;

for (i = 0; i<40 ; ++i)

{

Serial.print(m[i],10);

Serial.print(" ");

}

Serial.print("\n");

}

//---------

void loop ()

{

Data[59]= 0xFF;

// Reading PIR sensor

/\* read\_PIR\_sensor(); //read PIR sensor to determine if there is an occupacy or not

// if there is no occupacy -> send a 'O' to server

if(occupacy == 0)

{

i = LengthOfMap;

Data[i+3] = byte('O');

Data[i+4] = pirData[0]; // information of Occupancy put on here

Data[i+5] = 255;

// send data

send\_Data(); // send data

Serial.print(" Sent Information of Occupancy \n ");

occupacy = 1; // only send one time

}\*/

if (rf12\_recvDone() && rf12\_crc == 0) // waiting for recieving data

{

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

// Reading sensor value function.

read\_other\_sensors();

i = Data[0];

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+10] = 0xFF;

switch (ReceiveData[3]) // Type of Request

{

**case byte('A'):**

**{**

**Serial.print(" Recieved Request Information of Humidity & Temperature & Light: \n ");**

**Data[i+3] = byte('H');**

**Data[i+4] = myRH.asBytes[0]; // information of Humidity put on here**

**Data[i+5] = myRH.asBytes[1]; // information of Humidity put on here**

**Data[i+6] = myRH.asBytes[2]; // information of Humidity put on here**

**Data[i+7] = myRH.asBytes[3]; // information of Humidity put on here**

**Data[i+8] = byte('T');**

**Data[i+9] = myTemp.asBytes[0]; // information of Temperature put on here**

**Data[i+10] = myTemp.asBytes[1]; // information of Temperature put on here**

**Data[i+11] = myTemp.asBytes[2]; // information of Temperature put on here**

**Data[i+12] = myTemp.asBytes[3]; // information of Temperature put on here**

**Data[i+13] = byte('L'); // lightData[4]**

**Data[i+14] = myLight.asBytes[0]; // information of Light put on here**

**Data[i+15] = myLight.asBytes[1]; // information of Light put on here**

**Data[i+16] = myLight.asBytes[2]; // information of Light put on here**

**Data[i+17] = myLight.asBytes[3]; // information of Light put on here**

**// send data**

**send\_Data();**

**Serial.print(" Sent Request Information of Light \n ");**

**break;**

**} // end of case byte ("L")**

case byte('O'):

{

Data[i+3] = byte('O');

Data[i+4] = pirData[0]; // information of Occupancy put on here

Data[i+5] = 255;

// send data

send\_Data();

Serial.print(" Sent Request Information of Occupancy \n ");

break;

} // end of case byte ("O")

case byte('W'):

{

Serial.print(" Recieved Request Information of Waterlevel \n ");

Data[i+3] = byte('W');

Data[i+4] = 105; // information of Waterlevel put on here

send\_Data();

break;

} // end of case byte ("W")

default:

{

Serial.print("Recieved BAD REQUEST. Don't send anything \n");

}// end of default

;

}// end switch (ReceiveData[3])

break;

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

Serial.print("Map information: ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print(" \n ");

break;

} // end of case byte("M")

default:

Serial.print("Recieved BAD Data \n");

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" Data sent: ");

show\_data(Data);

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

### Date 04/15/2011

Work with Nam in Occupancy code.

### Date 04/17/2011

Work with Nam in Occupancy code.

1. Change in sending Occupancy code. When Occupancy information is sent, the node will check the acknowledgment from server after each 10s. If the acknowledgment is not received, the node send the Occupancy information again.

2. Add the end of package: add NodeID after information packet:

Data[i+18] = byte ('I');

Data[i+19] = NodeID;

Data[i+20] = 255;

3. Add the report bad data

4. Add acknowledgment of Map

5. Add receive Acknowledgment Action.

**Algorithm**

1. Variable:
   * 1. Data{}: store the information will send
        1. Route
        2. Action
        3. Data
     2. ReceiveData[60]: received massage from RF
     3. myLight: light information
     4. myTemp: temperature information
     5. myRH: relative humidity information
     6. NodeID
     7. LengthOfMap
2. read\_PIR\_sensor()
3. read\_other\_sensors()
4. Setup()
   * 1. Set up the serial, to send information on screen of Serial Monitor ( of Arduino)
     2. Initalize the RF12: NodeID =2 *(it can be change)*, 915Mhz, group ID 212
5. Check\_status(): check the status of node is repeater or destination
   * 1. Check byte0 of *ReceiveData{}*
        1. Byte0 =1 🡪 node is repeater
           1. Delete the current node ID:

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

* + - 1. Byte0 <>1 -> node is not repeater

1. Send\_Data(): Send data to next node.
2. **Loop()**
3. Check: Occupacy
4. Check: Receive Rf data
5. Check if node repeater than send the information to next node.
6. If node is destination :
   * + - 1. Choose action in received data :

‘R’: request 🡪 respond by sending data

Choosing the request

**“A” : send information of H,T,L**

**Else: report BAD data.**

‘D’: data

‘M’: maps

Store the map to the data{}

Send acknowledgment of map

‘A’: acknowledgment

“O”: acknowledgment of server about occupancy

Else: report bad data

/\*

SENSOR NOTE

The Program is to get data from sensor and send to server.

Communication: Hai Nguyen

Sensor: Nam Nguyen.

Version Apr/15/2011

add ACK:

After 10s, check ACK for PIR after sending

-> if server received -> stop checking ack

send ACK to server after received Map from server

Version Apr/9/2011 - Hai Nguyen

add nodeID in the data packet

version Apr/7/2011 - Hai Nguyen:

\* add nodeID

\* Combine information of there sensor H, T, L, in one packet.

\* Timer in reading PIR, not use delay.

version Apr/6/2011:

split float to 4 bytes and send 4 bytes to server.

\*/

#include <DHT22.h>

#include <Ports.h>

#include <RF12.h>

#include <stdlib.h>

#include <TimerOne.h>

//////////////////////////////////////////////////////////////////////

byte NodeID = 6;

/////////////////////////////////////////////////////////////////////

// PIR connect to analog port 1

Port PIRsensor(1);

// Ambient light sensor connect to analog port 4

Port LightSensor(4); // This pin is used as analog input from sensor (A0 in Arduino = pin A of port 1 in JeeNode)

typedef

union {float asFloat;byte asBytes[4];} f2b;

typedef

union {int asInt;byte asBytes[4];} i2b;

i2b myLight; // value read from the light sensor

f2b myTemp; // value read from the Humid/temp sensor

f2b myRH;

int myPIR;

char pirData[1];

char last\_pirData[1];

byte sent\_PIR =0;

byte received\_PIR =0;

int counter;

int occupacy;

int NotOccupacy;

int stop\_counting;

int first\_time;

int minute = 1;

//int start\_up = 1; //not sending PIR data the first time

int timer\_counter;

///////////////////////////////////////////////////////////////////////////////

void read\_PIR\_sensor()

{

myPIR = PIRsensor.anaRead();

if(myPIR > 0)

{

pirData[0] = 'Y';

if (first\_time) //if this is the first Y after N

occupacy = 1; //indicate that there is a NEW motion in the room

counter = 0; // reset counter

stop\_counting = 0; // allow counting

}

else

{

pirData[0] = 'N'; // no motion

if(stop\_counting == 0) // if allowed to count

counter = counter + 1; // increase the counter by 1

}

if(counter == (minute\*120)) // if counter = minute\*120 or 'N' after 'minute'

{

NotOccupacy = 1; // indicate that there is no occupacy in the room

counter = 0; // reset counter

stop\_counting = 1; //stop counting until there is a 'Y' again

}

timer\_counter = timer\_counter + 1; //counter for calling the check\_PIR\_sent()

/\*

Serial.print("PIR:");

Serial.print(pirData[0]);

Serial.print("counter = ");

Serial.print(counter);

Serial.print(" \n ");

//delay(100); //delay 0.1s each time -> 1000 times = 100s\*/

}

///////////////////////////////////////////////////////////////////////////////

void read\_other\_sensors()

{

// Humidity/ Temp sensor connect to port 3 JeeNode(pin 6 arduino)

#define DHT22\_PIN 6

//Port DHT22\_PIN (3);

// Setup a DHT22 instance

DHT22 myDHT22(DHT22\_PIN);

int i;

DHT22\_ERROR\_t errorCode;

Serial.print(" Reading sensor... \n ");

delay(2000); //delay for the humid/temp sensor stabelized

//read the humidity/temp sensor

errorCode = myDHT22.readData();

if(errorCode == DHT\_ERROR\_NONE) //if non error occur

{

myRH.asFloat = myDHT22.getHumidity();

myTemp.asFloat = myDHT22.getTemperatureC();

}

else //if error occur, data is all zero

{

myRH.asFloat = 0.00;

myTemp.asFloat = 0.00;

}

// read the ambient light sensor value

myLight.asInt = LightSensor.anaRead();

}

////////////////////////////////////////////////////////////////////////////////////

byte ReceiveData[60];

byte Data[60];

byte i;

byte LengthOfMap=255;

//byte NodeID = 3; // Node ID of this node

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(NodeID, RF12\_915MHZ, 212);

Serial.print("Version 11 \n");

Serial.print("This is node:"); Serial.print(NodeID,10); Serial.print(". \n");

// Initialize timer

Timer1.initialize(500000); // read the PIR after 0.5s

Timer1.attachInterrupt(read\_PIR\_sensor);

counter = 0;

occupacy = 1;

stop\_counting = 0;

// start\_up = 1;

} // end of setup()

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

Serial.print(" Data sent: ");

show\_data(Data);

}

//--------

void show\_data(byte \*m)

{

byte i;

for (i = 0; i<40 ; ++i)

{

Serial.print(m[i],10);

Serial.print(" ");

}

Serial.print("\n");

}

//----------------------------------------------------------

void send\_PIR\_data(char PIR\_data)

{

int i = LengthOfMap;

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+3] = byte('O');

Data[i+4] = PIR\_data; // information of Occupancy put on here

Data[i+5] = byte('I');

Data[i+6] = NodeID;

Data[i+7] = 255;

// send data

Serial.print(" Sent Information of Occupancy \n ");

send\_Data(); // send data

}

//---------------------------------------------------------

void check\_PIR\_sent()

{

if(received\_PIR == 0) //if server haven't received the PIR data -> resend

{

Serial.print(" Don't receive ACK. send PIR again. \n ");

send\_PIR\_data(last\_pirData[0]); //re-send PIR data

/////////////////////////////////////////////

//sent\_PIR = 0; //reset for TESTING ONLY

//////////////////////////////////////////////

}

else //server successfully received data -> reset flags

{

sent\_PIR = 0;

received\_PIR = 0;

}

}

//----------------------------------------------------------

void loop ()

{

Data[59]= 0xFF;

if(timer\_counter == 20) //checking after 10s

{

Serial.print(sent\_PIR,10);

if(sent\_PIR)

check\_PIR\_sent(); //checking PIR data ack from server

timer\_counter = 0; //reset counter

}

// check occupacy

if(occupacy || NotOccupacy)

{

send\_PIR\_data(pirData[0]);

last\_pirData[0] = pirData[0];

if(NotOccupacy)

first\_time = 1; // the next Y will be the first Y

else

first\_time = 0; //only send Y one time until NotOccupacy=1

NotOccupacy = 0; //only send N one time

occupacy = 0; //only send Y one time

sent\_PIR = 1; //sending PIR data

received\_PIR = 0; //haven't received ack from server

timer\_counter = 0; //reset counter

}

if (rf12\_recvDone() && rf12\_crc == 0) // waiting for recieving data

{

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" \n Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

if (ReceiveData[3] == byte('A')) // Type of Request

{

Serial.print(" Recieved Request Information of Humidity & Temperature & Light: \n ");

// Read other sensors.

read\_other\_sensors();

Data[i+2] = 3;

Data[i+3] = byte('H');

Data[i+4] = myRH.asBytes[0]; // information of Humidity put on here

Data[i+5] = myRH.asBytes[1]; // information of Humidity put on here

Data[i+6] = myRH.asBytes[2]; // information of Humidity put on here

Data[i+7] = myRH.asBytes[3]; // information of Humidity put on here

Data[i+8] = byte('T');

Data[i+9] = myTemp.asBytes[0]; // information of Temperature put on here

Data[i+10] = myTemp.asBytes[1]; // information of Temperature put on here

Data[i+11] = myTemp.asBytes[2]; // information of Temperature put on here

Data[i+12] = myTemp.asBytes[3]; // information of Temperature put on here

Data[i+13] = byte('L'); // lightData[4]

Data[i+14] = myLight.asBytes[0]; // information of Light put on here

Data[i+15] = myLight.asBytes[1]; // information of Light put on here

Data[i+16] = myLight.asBytes[2]; // information of Light put on here

Data[i+17] = myLight.asBytes[3]; // information of Light put on here

Data[i+18] = byte ('I');

Data[i+19] = NodeID;

Data[i+20] = 255;

// send data

send\_Data();

} // end of case byte ("L")

else

{

Data[i+2] = 0;

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

Serial.print("Recieved BAD REQUEST. \n");

send\_Data();

}// end of default

// end switch (ReceiveData[3])

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

Serial.print("Map information: ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print(" \n ");

Serial.print("Send ACK: ");

i = Data[0];

Data[i+1] = byte('A');

Data[i+2] = byte('M');

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

send\_Data();

break;

} // end of case byte("M")

case byte('S'): //if Data, store the return direction into Data[]

{

Serial.print("Set up information for occupacy.");

minute = ReceiveData[3];

Serial.print("Time before deciding that there is no occupacy. Minute:");Serial.print(minute,DEC);Serial.print(" \n");

break;

} // end of case byte("M")

case byte('A'): //if Data, store the return direction into Data[]

{

Serial.print("Recieved ACK: ");

if (ReceiveData[3] == byte('O'))

{

Serial.print("Occupacy \n ");

received\_PIR = 1;

}

break;

} // end of case byte("A")

default:

{

Data[i+1] = byte('B');

Data[i+2] = byte('I');

Data[i+3] = NodeID;

Data[i+4] = 255;

send\_Data();

Serial.print("Recieved BAD Data \n");

}

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

### Date 04/26/2011

Add store Map to EEPROM and read Map from EEPROM

/\*

SENSOR NOTE

The Program is to get data from sensor and send to server.

Communication: Hai Nguyen

Sensor: Nam Nguyen.

Version apr/26:

add: + write data of map to EEPROM.

+ update the map to EEPROM.

Version Apr/15/2011

add ACK:

After 10s, check ACK for PIR after sending

-> if server received -> stop checking ack

send ACK to server after received Map from server

Version Apr/9/2011 - Hai Nguyen

add nodeID in the data packet

version Apr/7/2011 - Hai Nguyen:

\* add nodeID

\* Combine information of there sensor H, T, L, in one packet.

\* Timer in reading PIR, not use delay.

version Apr/6/2011:

split float to 4 bytes and send 4 bytes to server.

\*/

#include <DHT22.h>

#include <Ports.h>

#include <RF12.h>

#include <stdlib.h>

#include <TimerOne.h>

#include <EEPROM.h>

//////////////////////////////////////////////////////////////////////

byte NodeID = 15;

/////////////////////////////////////////////////////////////////////

// PIR connect to analog port 1

Port PIRsensor(1);

// Ambient light sensor connect to analog port 4

Port LightSensor(4); // This pin is used as analog input from sensor (A0 in Arduino = pin A of port 1 in JeeNode)

typedef

union {float asFloat;byte asBytes[4];} f2b;

typedef

union {int asInt;byte asBytes[4];} i2b;

i2b myLight; // value read from the light sensor

f2b myTemp; // value read from the Humid/temp sensor

f2b myRH;

int myPIR;

char pirData[1];

char last\_pirData[1];

byte sent\_PIR =0;

byte received\_PIR =0;

int counter;

int occupacy;

int NotOccupacy;

int stop\_counting;

int first\_time;

int minute = 1;

//int start\_up = 1; //not sending PIR data the first time

int timer\_counter;

byte loaded\_map=0;

///////////////////////////////////////////////////////////////////////////////

void read\_PIR\_sensor()

{

myPIR = PIRsensor.anaRead();

if(myPIR > 0)

{

pirData[0] = 'Y';

if (first\_time) //if this is the first Y after N

occupacy = 1; //indicate that there is a NEW motion in the room

counter = 0; // reset counter

stop\_counting = 0; // allow counting

}

else

{

pirData[0] = 'N'; // no motion

if(stop\_counting == 0) // if allowed to count

counter = counter + 1; // increase the counter by 1

}

if(counter == (minute\*120)) // if counter = minute\*120 or 'N' after 'minute'

{

NotOccupacy = 1; // indicate that there is no occupacy in the room

counter = 0; // reset counter

stop\_counting = 1; //stop counting until there is a 'Y' again

}

timer\_counter = timer\_counter + 1; //counter for calling the check\_PIR\_sent()

Serial.print("PIR:");

Serial.print(pirData[0]);

Serial.print("counter = ");

Serial.print(counter);

Serial.print(" \n ");

//delay(100); //delay 0.1s each time -> 1000 times = 100s\*/

}

///////////////////////////////////////////////////////////////////////////////

void read\_other\_sensors()

{

// Humidity/ Temp sensor connect to port 3 JeeNode(pin 6 arduino)

#define DHT22\_PIN 6

//Port DHT22\_PIN (3);

// Setup a DHT22 instance

DHT22 myDHT22(DHT22\_PIN);

int i;

DHT22\_ERROR\_t errorCode;

Serial.print(" Reading sensor... \n ");

delay(2000); //delay for the humid/temp sensor stabelized

//read the humidity/temp sensor

errorCode = myDHT22.readData();

if(errorCode == DHT\_ERROR\_NONE) //if non error occur

{

myRH.asFloat = myDHT22.getHumidity();

myTemp.asFloat = myDHT22.getTemperatureC();

}

else //if error occur, data is all zero

{

myRH.asFloat = 0.00;

myTemp.asFloat = 0.00;

}

// read the ambient light sensor value

myLight.asInt = LightSensor.anaRead();

}

////////////////////////////////////////////////////////////////////////////////////

byte ReceiveData[60];

byte Data[30];

byte i;

byte LengthOfMap=255;

//byte NodeID = 3; // Node ID of this node

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(NodeID, RF12\_915MHZ, 212);

Serial.print("Version 13.");

Serial.print("This is node:"); Serial.print(NodeID,10); Serial.print(". \n");

// Initialize timer

Timer1.initialize(500000); // read the PIR after 0.5s

Timer1.attachInterrupt(read\_PIR\_sensor);

counter = 0;

occupacy = 1;

stop\_counting = 0;

// start\_up = 1;

} // end of setup()

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------SEND DATA----------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

Serial.print(" Data sent: ");

show\_data(Data);

}

//--------SHOW DATA to serial port-------------

void show\_data(byte \*m)

{

byte i;

for (i = 0; i<29 ; ++i)

{

Serial.print(m[i],10); Serial.print(" ");

}

Serial.print("\n");

}

//--------------------SEND PIR DATA-------------------------------

void send\_PIR\_data(char PIR\_data)

{

int i = LengthOfMap;

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+3] = byte('O');

Data[i+4] = PIR\_data; // information of Occupancy put on here

Data[i+5] = byte('I');

Data[i+6] = NodeID;

Data[i+7] = 255;

// send data

Serial.print(" Sent Information of Occupancy \n ");

send\_Data(); // send data

}

//---------------------------------------------------------

void check\_PIR\_sent()

{

if(received\_PIR == 0) //if server haven't received the PIR data -> resend

{

Serial.print(" Don't receive ACK. send PIR again. \n ");

send\_PIR\_data(last\_pirData[0]); //re-send PIR data

/////////////////////////////////////////////

//sent\_PIR = 0; //reset for TESTING ONLY

//////////////////////////////////////////////

}

else //server successfully received data -> reset flags

{

sent\_PIR = 0;

received\_PIR = 0;

}

}

**//-----------------------Update map to eeprom---------------------- //**

**void update\_map()**

**{**

**byte i;**

**EEPROM.write(0,LengthOfMap);**

**Serial.println("Update map information to EEPROM... ");**

**for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node**

**{**

**EEPROM.write(i,Data[i]);**

**}**

**}**

**//----------------------------------------------------------**

**//----------------------Load map from eeprom-------------------**

**void load\_map()**

**{**

**byte i;**

**loaded\_map=1;**

**Data[0]=EEPROM.read(0);**

**LengthOfMap = Data[0];**

**Serial.println("Reading map information to EEPROM... ");**

**Serial.print(Data[i],10);Serial.print(" ");**

**if (LengthOfMap==255)**

**{**

**Serial.println("No map information is stored ");**

**return;**

**}**

**Serial.print("Map information:");**

**for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node**

**{**

**Data[i] = EEPROM.read(i);**

**Serial.print(Data[i],10);Serial.print(" ");**

**}**

**Serial.print("\n ");**

**}**

void loop ()

{

**if (loaded\_map ==0) load\_map(); // load map from eeprom**

**Data[29]= 0xFF;**

if(timer\_counter == 20) //checking after 10s

{

Serial.print(sent\_PIR,10);

if(sent\_PIR) check\_PIR\_sent(); //checking PIR data ack from server

timer\_counter = 0; //reset counter

}

// check occupacy

if(occupacy || NotOccupacy)

{

send\_PIR\_data(pirData[0]);

last\_pirData[0] = pirData[0];

if(NotOccupacy)

first\_time = 1; // the next Y will be the first Y

else

first\_time = 0; //only send Y one time until NotOccupacy=1

NotOccupacy = 0; //only send N one time

occupacy = 0; //only send Y one time

sent\_PIR = 1; //sending PIR data

received\_PIR = 0; //haven't received ack from server

timer\_counter = 0; //reset counter

}

if (rf12\_recvDone() && rf12\_crc == 0) // waiting for recieving data

{

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" \n Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

if (ReceiveData[3] == byte('A')) // Type of Request

{

Serial.print(" Recieved Request Information of Humidity & Temperature & Light: \n ");

// Read other sensors.

read\_other\_sensors();

Data[i+2] = 3;

Data[i+3] = byte('H');

Data[i+4] = myRH.asBytes[0]; // information of Humidity put on here

Data[i+5] = myRH.asBytes[1]; // information of Humidity put on here

Data[i+6] = myRH.asBytes[2]; // information of Humidity put on here

Data[i+7] = myRH.asBytes[3]; // information of Humidity put on here

Data[i+8] = byte('T');

Data[i+9] = myTemp.asBytes[0]; // information of Temperature put on here

Data[i+10] = myTemp.asBytes[1]; // information of Temperature put on here

Data[i+11] = myTemp.asBytes[2]; // information of Temperature put on here

Data[i+12] = myTemp.asBytes[3]; // information of Temperature put on here

Data[i+13] = byte('L'); // lightData[4]

Data[i+14] = myLight.asBytes[0]; // information of Light put on here

Data[i+15] = myLight.asBytes[1]; // information of Light put on here

Data[i+16] = myLight.asBytes[2]; // information of Light put on here

Data[i+17] = myLight.asBytes[3]; // information of Light put on here

Data[i+18] = byte ('I');

Data[i+19] = NodeID;

Data[i+20] = 255;

// send data

send\_Data();

} // end of case byte ("L")

else

{

Data[i+2] = 0;

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

Serial.print("Recieved BAD REQUEST. \n");

send\_Data();

}// end of default

// end switch (ReceiveData[3])

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

Serial.print("Map information: ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print(" \n ");

update\_map(); // update map to eeprom;

Serial.print("Send ACK: ");

i = Data[0];

Data[i+1] = byte('A');

Data[i+2] = byte('M');

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

send\_Data();

break;

} // end of case byte("M")

case byte('S'): //if Data, store the return direction into Data[]

{

Serial.print("Set up information for occupacy.");

minute = ReceiveData[3];

Serial.print("Time before deciding that there is no occupacy. Minute:");Serial.print(minute,DEC);Serial.print(" \n");

break;

} // end of case byte("M")

case byte('A'): //if Data, store the return direction into Data[]

{

Serial.print("Recieved ACK: ");

if (ReceiveData[3] == byte('O'))

{

Serial.print("Occupacy \n ");

received\_PIR = 1;

}

break;

} // end of case byte("A")

default:

{

Data[i+1] = byte('B');

Data[i+2] = byte('I');

Data[i+3] = NodeID;

Data[i+4] = 255;

send\_Data();

Serial.print("Recieved BAD Data \n");

}

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

## Working with Ping sensor

### Date 04/26/2011

/\*

SENSOR NOTE

The Program is to get data from sensor and send to server.

Communication: Hai Nguyen

Sensor: Nam Nguyen.

ver 4/21 Add water level sensor - Hai Nguyen

\*/

#include <DHT22.h>

#include <Ports.h>

#include <RF12.h>

#include <stdlib.h>

#include <TimerOne.h>

#include <EEPROM.h>

//////////////////////////////////////////////////////////////////////

byte NodeID = 12;

/////////////////////////////////////////////////////////////////////

// PIR connect to analog port 1

Port PIRsensor(1);

// Ambient light sensor connect to analog port 4

Port LightSensor(4); // This pin is used as analog input from sensor (A0 in Arduino = pin A of port 1 in JeeNode)

typedef

union {float asFloat;byte asBytes[4];} f2b;

typedef

union {int asInt;byte asBytes[4];} i2b;

int duration;

i2b inches, cm; // use for ping

int pingPin=4;

//-----------------Communication variable-------------------------

byte loaded\_map=0; // check load map from EEprom.

byte ReceiveData[60];

byte Data[30];

byte i;

byte LengthOfMap=255;

//byte NodeID = 3; // Node ID of this node

//-----------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(NodeID, RF12\_915MHZ, 212);

Serial.print("Version 3 for Ping- Water level sensor.");

Serial.print("This is node:"); Serial.print(NodeID,10); Serial.print(". \n");

} // end of setup()

void loop ()

{

if (loaded\_map ==0) load\_map(); // load map from eeprom

if (rf12\_recvDone() && rf12\_crc == 0) // waiting for recieving data

{

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Repeater();

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

if (ReceiveData[3] == byte('W')) // Type of Request

{

Serial.print("Recieved Request Information of Water level sensor: \n");

ping();

Data[i+2] = 1;

Data[i+3] = byte('W');

Data[i+4] = cm.asBytes[0]; // information of Humidity put on here

Data[i+5] = cm.asBytes[1]; // information of Humidity put on here

Data[i+6] = cm.asBytes[2]; // information of Humidity put on here

Data[i+7] = cm.asBytes[3]; // information of Humidity put on here

Data[i+8] = byte ('I');

Data[i+9] = NodeID;

Data[i+10] = 255;

send\_Data();

}

else

{

Data[i+2] = 0;

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

Serial.print("Recieved BAD REQUEST. \n");

send\_Data();

}

// end switch (ReceiveData[3])

break;

} // end of case byte (R)

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

Serial.print("Map information: ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print(" \n ");

update\_map(); // update map to eeprom;

Serial.print("Send ACK: ");

i = Data[0];

Data[i+1] = byte('A');

Data[i+2] = byte('M');

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

send\_Data();

break;

} // end of case byte("M")

case byte('A'):

{

} // end of case byte("A")

default:

{

Data[i+1] = byte('B');

Data[i+2] = byte('I');

Data[i+3] = NodeID;

Data[i+4] = 255;

send\_Data();

Serial.print("Recieved BAD Data \n");

};

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

// ---------- Check status the node is repeater or destination

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------SEND DATA----------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

Serial.print(" Data sent: ");

show\_data(Data);

}

//--------SHOW DATA to serial port-------------

void show\_data(uint8\_t \*m)

{

uint8\_t i;

for (i = 0; i<29 ; ++i)

{

Serial.print(m[i],10); Serial.print(" ");

}

Serial.print("\n");

}

//-----------------------Update map to eeprom---------------------- //

void update\_map()

{

byte i;

EEPROM.write(0,LengthOfMap);

Serial.println("Update map information to EEPROM... ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

EEPROM.write(i,Data[i]);

}

}

//----------------------------------------------------------

//----------------------Load map from eeprom-------------------

void load\_map()

{

byte i;

loaded\_map=1;

Data[0]=EEPROM.read(0);

LengthOfMap = Data[0];

Serial.println("Reading map information to EEPROM... ");

Serial.print(Data[i],10);Serial.print(" ");

if (LengthOfMap==255)

{

Serial.println("No map information is stored ");

return;

}

Serial.print("Map information:");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

Data[i] = EEPROM.read(i);

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print("\n ");

}

void Repeater()

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" \n Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

///////////////////////////////////////////////////////////////////////////////

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Water level \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void ping()

{

// establish variables for duration of the ping,

// and the distance result in inches and centimeters:

// The PING))) is triggered by a HIGH pulse of 2 or more microseconds.

// Give a short LOW pulse beforehand to ensure a clean HIGH pulse:

Serial.print(" Reading PING sensor... ");

pinMode(pingPin, OUTPUT);

digitalWrite(pingPin, LOW);

delayMicroseconds(2);

digitalWrite(pingPin, HIGH);

delayMicroseconds(5);

digitalWrite(pingPin, LOW);

// The same pin is used to read the signal from the PING))): a HIGH

// pulse whose duration is the time (in microseconds) from the sending

// of the ping to the reception of its echo off of an object.

pinMode(pingPin, INPUT);

duration = pulseIn(pingPin, HIGH);

// convert the time into a distance

inches.asInt = microsecondsToInches(duration);

cm.asInt = microsecondsToCentimeters(duration);

Serial.print(cm.asInt,10);

Serial.print(" cm. \n ");

}

long microsecondsToInches(int microseconds)

{

// According to Parallax's datasheet for the PING))), there are

// 73.746 microseconds per inch (i.e. sound travels at 1130 feet per

// second). This gives the distance travelled by the ping, outbound

// and return, so we divide by 2 to get the distance of the obstacle.

// See: http://www.parallax.com/dl/docs/prod/acc/28015-PING-v1.3.pdf

return microseconds / 74 / 2;

}

long microsecondsToCentimeters(int microseconds)

{

// The speed of sound is 340 m/s or 29 microseconds per centimeter.

// The ping travels out and back, so to find the distance of the

// object we take half of the distance travelled.

return microseconds / 29 / 2;

}

} //end void

}

### Date 04/27/2011

Split the file communication of sensor to 3 file:

### Date 04/29/2011

Nam changes something in the sensor part.

/\*

SENSOR NOTE

The Program is to get data from sensor and send to server.

Communication: Hai Nguyen

Sensor: Nam Nguyen.

Version Apr/27/2011

Split into file:

+ ..ver14.pde

+ ..communication.pde

+PIR.pde

Version apr/26:

add: + write data of map to EEPROM.

+ update the map to EEPROM.

Version Apr/15/2011

add ACK:

After 10s, check ACK for PIR after sending

-> if server received -> stop checking ack

send ACK to server after received Map from server

Version Apr/9/2011 - Hai Nguyen

add nodeID in the data packet

version Apr/7/2011 - Hai Nguyen:

\* add nodeID

\* Combine information of there sensor H, T, L, in one packet.

\* Timer in reading PIR, not use delay.

version Apr/6/2011:

split float to 4 bytes and send 4 bytes to server.

\*/

#include <DHT22.h>

#include <Ports.h>

#include <RF12.h>

#include <stdlib.h>

#include <TimerOne.h>

#include <EEPROM.h>

//////////////////////////////////////////////////////////////////////

byte NodeID = 16;

/////////////////////////////////////////////////////////////////////

// PIR connect to analog port 1

Port PIRsensor(1);

// Ambient light sensor connect to analog port 4

Port LightSensor(4); // This pin is used as analog input from sensor (A0 in Arduino = pin A of port 1 in JeeNode)

typedef

union {float asFloat;byte asBytes[4];} f2b;

typedef

union {int asInt;byte asBytes[4];} i2b;

//---------------------------Sensor variable -------------//

i2b myLight; // value read from the light sensor

f2b myTemp; // value read from the Humid/temp sensor

f2b myRH;

int myPIR;

char pirData[1];

char last\_pirData[1];

byte sent\_PIR =0;

byte received\_PIR =0;

int counter;

int occupacy;

int NotOccupacy;

int stop\_counting;

int first\_time;

int minute = 1;

int timer\_counter;

int data\_counter = 10;

// ----------------- Communication variable---------//

byte loaded\_map=0;

byte ReceiveData[60];

byte Data[30];

byte i;

byte LengthOfMap=255;

//------------------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(NodeID, RF12\_915MHZ, 212);

Serial.print("Version 17.");

Serial.print("This is node:"); Serial.print(NodeID,10); Serial.print("\nInitialize.......... \n");

data\_counter = 120;

// Initialize timer

Timer1.initialize(500000); // read the PIR after 0.5s

Timer1.attachInterrupt(read\_PIR\_sensor);

counter = 0;

occupacy = 1;

stop\_counting = 0;

PIRsensor.mode(INPUT);

PIRsensor.digiWrite(1);

delay(10000);

} // end of setup()

void loop ()

{

if (loaded\_map ==0) load\_map(); // load map from eeprom

Data[29]= 0xFF;

if(timer\_counter > 20) //checking after 10s

{

//Serial.print(sent\_PIR,10);

if(sent\_PIR)

check\_PIR\_sent(); //checking PIR data ack from server

timer\_counter = 0; //reset counter

}

// check occupacy

if(occupacy || NotOccupacy)

{

send\_PIR\_data(pirData[0]);

last\_pirData[0] = pirData[0];

if(NotOccupacy)

first\_time = 1; // the next Y will be the first Y

else

first\_time = 0; //only send Y one time until NotOccupacy=1

NotOccupacy = 0; //only send N one time

occupacy = 0; //only send Y one time

sent\_PIR = 1; //sending PIR data

received\_PIR = 0; //haven't received ack from server

timer\_counter = 0; //reset counter

}

//---------- Check RF------------------------------

if (rf12\_recvDone() && rf12\_crc == 0) // waiting for recieving data

{

data\_counter = 20;

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Repeater();

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

if (ReceiveData[3] == byte('A')) // Type of Request

{

Serial.print(" Recieved Request Information of Humidity & Temperature & Light: \n ");

// Read other sensors.

read\_other\_sensors();

//data\_counter = 10;

Data[i+2] = 3;

Data[i+3] = byte('H');

Data[i+4] = myRH.asBytes[0]; // information of Humidity put on here

Data[i+5] = myRH.asBytes[1]; // information of Humidity put on here

Data[i+6] = myRH.asBytes[2]; // information of Humidity put on here

Data[i+7] = myRH.asBytes[3]; // information of Humidity put on here

Data[i+8] = byte('T');

Data[i+9] = myTemp.asBytes[0]; // information of Temperature put on here

Data[i+10] = myTemp.asBytes[1]; // information of Temperature put on here

Data[i+11] = myTemp.asBytes[2]; // information of Temperature put on here

Data[i+12] = myTemp.asBytes[3]; // information of Temperature put on here

Data[i+13] = byte('L'); // lightData[4]

Data[i+14] = myLight.asBytes[0]; // information of Light put on here

Data[i+15] = myLight.asBytes[1]; // information of Light put on here

Data[i+16] = myLight.asBytes[2]; // information of Light put on here

Data[i+17] = myLight.asBytes[3]; // information of Light put on here

Data[i+18] = byte ('I');

Data[i+19] = NodeID;

Data[i+20] = 255;

// send data

send\_Data();

} // end of case byte ("L")

else

{

Data[i+2] = 0;

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

Serial.print("Recieved BAD REQUEST. \n");

send\_Data();

}// end of default

// end switch (ReceiveData[3])

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

Serial.print("Map information: ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print(" \n ");

update\_map(); // update map to eeprom;

Serial.print("Send ACK Map: ");

i = Data[0];

Data[i+1] = byte('A');

Data[i+2] = byte('M');

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

send\_Data();

break;

} // end of case byte("M")

case byte('S'): //if Data, store the return direction into Data[]

{

Serial.print("Set up information for occupacy.");

minute = ReceiveData[3];

Serial.print("Time before deciding that there is no occupacy. Minute:");Serial.print(minute,DEC);Serial.print(" \n");

Serial.print("Send ACK Setup: ");

i = Data[0];

Data[i+1] = byte('A');

Data[i+2] = byte('S');

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

send\_Data();

break;

} // end of case byte("M")

case byte('A'): //if Data, store the return direction into Data[]

{

Serial.print("Recieved ACK: ");

if (ReceiveData[3] == byte('O'))

{

Serial.print("Occupacy \n ");

received\_PIR = 1;

}

break;

} // end of case byte("A")

default:

{

Data[i+1] = byte('B');

Data[i+2] = byte('I');

Data[i+3] = NodeID;

Data[i+4] = 255;

send\_Data();

Serial.print("Recieved BAD Data \n");

}

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

// ---------- Check status the node is repeater or destination

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------SEND DATA----------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

Serial.print(" Data sent: ");

show\_data(Data);

}

//--------SHOW DATA to serial port-------------

void show\_data(uint8\_t \*m)

{

uint8\_t i;

for (i = 0; i<29 ; ++i)

{

Serial.print(m[i],10); Serial.print(" ");

}

Serial.print("\n");

}

//-----------------------Update map to eeprom---------------------- //

void update\_map()

{

byte i;

EEPROM.write(0,LengthOfMap);

Serial.println("Update map information to EEPROM... ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

EEPROM.write(i,Data[i]);

}

}

//----------------------------------------------------------

//----------------------Load map from eeprom-------------------

void load\_map()

{

byte i;

loaded\_map=1;

Data[0]=EEPROM.read(0);

LengthOfMap = Data[0];

Serial.println("Reading map information to EEPROM... ");

Serial.print(Data[i],10);Serial.print(" ");

if (LengthOfMap==255)

{

Serial.println("No map information is stored ");

return;

}

Serial.print("Map information:");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

Data[i] = EEPROM.read(i);

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print("\n ");

}

void Repeater()

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" \n Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

///////////////////////////////////////////////////////////////////////////////

void read\_PIR\_sensor()

{

if(data\_counter > 0)

{

data\_counter = data\_counter - 1;

return;

}

myPIR = PIRsensor.digiRead();

if(myPIR == 1)

{

pirData[0] = 'Y';

if (first\_time) //if this is the first Y after N

occupacy = 1; //indicate that there is a NEW motion in the room

counter = 0; // reset counter

stop\_counting = 0; // allow counting

}

else

{

pirData[0] = 'N'; // no motion

if(stop\_counting == 0) // if allowed to count

counter = counter + 1; // increase the counter by 1

}

if(counter > (minute\*120)) // if counter = minute\*120 or 'N' after 'minute'

{

NotOccupacy = 1; // indicate that there is no occupacy in the room

counter = 0; // reset counter

stop\_counting = 1; //stop counting until there is a 'Y' again

}

timer\_counter = timer\_counter + 1; //counter for calling the check\_PIR\_sent()

Serial.print("PIR:");

Serial.print(pirData[0]);

Serial.print("counter = ");

Serial.print(counter);

Serial.print(" \n ");

}

///////////////////////////////////////////////////////////////////////////////

void read\_other\_sensors()

{

// Humidity/ Temp sensor connect to port 3 JeeNode(pin 6 arduino)

#define DHT22\_PIN 6

//Port DHT22\_PIN (3);

// Setup a DHT22 instance

DHT22 myDHT22(DHT22\_PIN);

int i;

DHT22\_ERROR\_t errorCode;

Serial.print(" Reading sensor... \n ");

delay(2000); //delay for the humid/temp sensor stabelized

//read the humidity/temp sensor

errorCode = myDHT22.readData();

if(errorCode == DHT\_ERROR\_NONE) //if non error occur

{

myRH.asFloat = myDHT22.getHumidity();

myTemp.asFloat = myDHT22.getTemperatureC();

}

else //if error occur, data is all zero

{

myRH.asFloat = 0.00;

myTemp.asFloat = 0.00;

}

// read the ambient light sensor value

myLight.asInt = LightSensor.anaRead();

}

//--------------------SEND PIR DATA-------------------------------//

void send\_PIR\_data(char PIR\_data)

{

int i = LengthOfMap;

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+3] = byte('O');

Data[i+4] = PIR\_data; // information of Occupancy put on here

Data[i+5] = byte('I');

Data[i+6] = NodeID;

Data[i+7] = 255;

// send data

Serial.print(" Sent Information of Occupancy \n ");

send\_Data(); // send data

}

//---------------------------------------------------------

void check\_PIR\_sent()

{

if(received\_PIR == 0) //if server haven't received the PIR data -> resend

{

data\_counter = 10;

Serial.print(" Don't receive ACK. send PIR again. \n ");

send\_PIR\_data(last\_pirData[0]); //re-send PIR data

}

else //server successfully received data -> reset flags

{

sent\_PIR = 0;

received\_PIR = 0;

}

}

### Date 05/14/2011

***Working on communication part for water flow sensor.***

This program sent the waterflow sensor data each 1 minute (defaut value, it can be changed by server).

After sending the water flow information, each 10s, the program check the acknowledgment from sever, if it is not received ack, it will resend the water flow information.

/\*

SENSOR NOTE

WATER FLOW SENSOR

\*/

#include <DHT22.h>

#include <Ports.h>

#include <RF12.h>

#include <stdlib.h>

#include <TimerOne.h>

#include <EEPROM.h>

//////////////////////////////////////////////////////////////////////

byte NodeID = 16;

/////////////////////////////////////////////////////////////////////

typedef

union {float asFloat;byte asBytes[4];} f2b;

typedef

union {int asInt;byte asBytes[4];} i2b;

//---------------------------Sensor variable -------------//

int myPIR;

char pirData[1];

char last\_pirData[1];

byte sent\_WATER =0;

byte received\_WATER =0;

int last\_WATER;

int Water\_data =0;

int first\_time;

int minute = 1;

int timer\_counter = 0;

int timer\_counter2 = 0;;

int data\_counter = 10;

// ----------------- Communication variable---------//

byte loaded\_map=0;

byte ReceiveData[60];

byte Data[30];

byte i;

byte LengthOfMap=255;

//------------------

void setup ()

{

Serial.begin(9600);

rf12\_initialize(NodeID, RF12\_915MHZ, 212);

Serial.print("Version for Water flow sensor. Version 1");

Serial.print("This is node:"); Serial.print(NodeID,10); Serial.print("\nInitialize.......... \n");

data\_counter = 120;

// Initialize timer

Timer1.initialize(500000); // read the PIR after 0.5s

Timer1.attachInterrupt(Counter\_0\_5s);

// delay(50000);

// read\_Water;

} // end of setup()

void loop ()

{

if (loaded\_map ==0) load\_map(); // load map from eeprom

Data[29]= 0xFF;

if(timer\_counter > 20) //checking after 10s

{

//Serial.print(sent\_WATER,10);

if(sent\_WATER)

check\_WATER\_sent(); //checking PIR data ack from server

timer\_counter = 0; //reset counter

}

if(timer\_counter2 > minute\*120) //checking after 10s

{

read\_Water();

timer\_counter2 = 0; //reset counter

}

// check occupacy

//---------- Check RF------------------------------

if (rf12\_recvDone() && rf12\_crc == 0) // waiting for recieving data

{

data\_counter = 20;

Serial.print(" ---=== Begin ===--- \n");

for (i = 0; i < rf12\_len; ++i)

ReceiveData[i]=rf12\_data[i];

Serial.print(" ReceiveData: ");

show\_data(ReceiveData);

if (check\_status()==1) //this is a repeater

{

Repeater();

}

else //this is the final destination

{

Serial.print("Node is Destination \n");

switch (ReceiveData[2])

{

case byte('R'):

{

Serial.print(" Recieved Request: \n ");

i = Data[0];

Data[i+1] = byte('D');

if (ReceiveData[3] == byte('A')) // Type of Request

{

Serial.print(" Recieved Request Information of Humidity & Temperature & Light: \n ");

// Read other sensors.

} // end of case byte ("L")

else

{

Data[i+2] = 0;

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

Serial.print("Recieved BAD REQUEST. \n");

send\_Data();

}// end of default

// end switch (ReceiveData[3])

} // end of case byte (R)

case byte('D'):

{

Serial.print(" Recieved Data: \n");

break;

} // end of case byte("D")

case byte('M'): //if Data, store the return direction into Data[]

{

LengthOfMap = ReceiveData[3];

Serial.print("Map information: ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

//if (ReceiveData[3+i]==0xFF); //if the end character, exit for

Data[i]=ReceiveData[3+i];// bytes after 'M'

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print(" \n ");

update\_map(); // update map to eeprom;

Serial.print("Send ACK Map: ");

i = Data[0];

Data[i+1] = byte('A');

Data[i+2] = byte('M');

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

send\_Data();

break;

} // end of case byte("M")

case byte('S'): //if Data, store the return direction into Data[]

{

Serial.print("Set up information for Water level flow.");

minute = ReceiveData[3];

Serial.print("Time interval to sending Water flow information. Minute:");Serial.print(minute,DEC);Serial.print(" \n");

Serial.print("Send ACK Setup: ");

i = Data[0];

Data[i+1] = byte('A');

Data[i+2] = byte('S');

Data[i+3] = byte('I');

Data[i+4] = NodeID;

Data[i+5] = 255;

send\_Data();

break;

} // end of case byte("M")

case byte('A'): //if Data, store the return direction into Data[]

{

Serial.print("Recieved ACK: ");

if (ReceiveData[3] == byte('G'))

{

Serial.print("Water flow \n ");

received\_WATER = 1;

}

break;

} // end of case byte("A")

default:

{

Data[i+1] = byte('B');

Data[i+2] = byte('I');

Data[i+3] = NodeID;

Data[i+4] = 255;

send\_Data();

Serial.print("Recieved BAD Data \n");

}

;

// if nothing else matches, do the default

// default is optional

} // end switch (ReceiveData[2])

Serial.print(" ---=== End ===--- \n");

} //end else

} //end if

} //end void

// ---------- Check status the node is repeater or destination

int check\_status()

{

int temp=0;

Serial.print("Checking node status... \n");

if (ReceiveData[0]!=0x01)

{

ReceiveData[0]=ReceiveData[0]-1;

for (i = 1; i < rf12\_len-1; ++i)

ReceiveData[i]=ReceiveData[i+1];

temp= 1; //repeater

}

return temp;

}

//--------SEND DATA----------

void send\_Data()

{

Serial.print("Sending... \n");

if (LengthOfMap==255)

{

Serial.print("No information of Map to Server \n");

return;

}

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST |Data[1],Data , sizeof Data);

}

Serial.print(" Data sent: ");

show\_data(Data);

}

//--------SHOW DATA to serial port-------------

void show\_data(uint8\_t \*m)

{

uint8\_t i;

for (i = 0; i<29 ; ++i)

{

Serial.print(m[i],10); Serial.print(" ");

}

Serial.print("\n");

}

//-----------------------Update map to eeprom---------------------- //

void update\_map()

{

byte i;

EEPROM.write(0,LengthOfMap);

Serial.println("Update map information to EEPROM... ");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

EEPROM.write(i,Data[i]);

}

}

//----------------------------------------------------------

//----------------------Load map from eeprom-------------------

void load\_map()

{

byte i;

loaded\_map=1;

Data[0]=EEPROM.read(0);

LengthOfMap = Data[0];

Serial.println("Reading map information to EEPROM... ");

Serial.print(Data[i],10);Serial.print(" ");

if (LengthOfMap==255)

{

Serial.println("No map information is stored ");

return;

}

Serial.print("Map information:");

for (i = 0; i < LengthOfMap + 1; ++i) // assume that just have 3 node

{

Data[i] = EEPROM.read(i);

Serial.print(Data[i],10);Serial.print(" ");

}

Serial.print("\n ");

}

void Repeater()

{

Serial.print("Node is Repeater \n");

rf12\_recvDone();

if (rf12\_canSend())

{

rf12\_sendStart(RF12\_HDR\_DST | ReceiveData[1], ReceiveData , sizeof ReceiveData);

}

Serial.print(" \n Data sent: ");

show\_data(ReceiveData);

Serial.print(" ---=== End ===--- \n");

}

///////////////////////////////////////////////////////////////////////////////

void Counter\_0\_5s()

{

timer\_counter = timer\_counter + 1; //counter for calling the read\_Water

timer\_counter2 = timer\_counter2 + 1;

}

///////////////////////////////////////////////////////////////////////////////

//

void read\_Water()

{

Serial.print(" Reading Information of Water... \n ");

Water\_data = Water\_data + 1; // put information here, and just here.

Serial.print(" Water = "); Serial.println(Water\_data,10);

send\_WATER\_data(Water\_data);

last\_WATER = Water\_data;

sent\_WATER = 1; //sending PIR data

received\_WATER = 0; //haven't received ack from server

timer\_counter2 = 0; //reset counter

}

//--------------------SEND PIR DATA-------------------------------//

void send\_WATER\_data(int WATER\_data)

{ i2b send\_inf;

int i = LengthOfMap;

send\_inf.asInt = WATER\_data;

Data[i+1] = byte('D');

Data[i+2] = 1;

Data[i+3] = byte('G');

Data[i+4] = send\_inf.asBytes[0]; // information of Water put on here

Data[i+5] = send\_inf.asBytes[1]; // information of Water put on here

Data[i+6] = send\_inf.asBytes[2]; // information of Water put on here

Data[i+7] = send\_inf.asBytes[3]; // information of Water put on here

Data[i+8] = byte('I');

Data[i+9] = NodeID;

Data[i+10] = 255;

// send data

Serial.print(" Sent Information of Water \n ");

send\_Data(); // send data

}

//---------------------------------------------------------

void check\_WATER\_sent()

{

if(received\_WATER == 0) //if server haven't received the PIR data -> resend

{

data\_counter = 10;

Serial.print(" Don't receive ACK. send Water flow data again. \n ");

send\_WATER\_data(last\_WATER); //re-send WATER data

}

else //server successfully received data -> reset flags

{

sent\_WATER = 0;

received\_WATER = 0;

}

}

***Work on power monitor communication part.***

*Same as waterflow.*